**![](data:image/png;base64,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)**

**Paradigma Lógico**

**Módulo 6:**

**Elementos de Diseño:**

**Delegación.**

**Acoplamiento.**

**Code smells.**

**por Fernando Dodino**

**Franco Bulgarelli**

**Mariana Matos**

**Nicolás Passerini**

**Gastón Prieto**

**Alfredo Sanzo**

**Versión 2.0**

**Diciembre 2016**

Distribuido bajo licencia [Creative Commons Share-a-like](https://creativecommons.org/licenses/by-sa/4.0/legalcode)

**Contenido**

[1 Elementos de Diseño](#_wupj225wwk0z)

[2 Modelando una solución desde cero](#_6ssfq5or3hhz)

[2.1 Relevamiento](#_g9x63sv3zw8c)

[2.2 Modelando entidades](#_q9doistonk49)

[2.3 Una solución posible](#_npcaklgwj8ic)

[3 Acoplamiento](#_l8khx62x107y)

[4 Code smells](#_2xc4wfcc7x18)

[4.1 Negación vs. Aserción](#_spjmeh4ymywf)

[4.2 Evitar duplicidades](#_f3t6yqckbmkd)

[4.3 Keep it simple](#_nb81qsuq8j80)

[4.4 Keep it simple, again](#_111imp52w6zc)

[4.5 Un último ejemplo de Keep it simple](#_9u74v2ttn1jz)

[4.6 Lazy predicate](#_niumffiojicw)

[4.7 Inversibilidad](#_2fklmzeezygr)

[4.8 Incógnitas innecesarias](#_ypxhcwxfa9uj)

[4.9 Expresividad](#_5y9lw97q2sed)

[4.10 Parametrizar lo que esté fijo](#_aiqta3r2aku3)

[4.11 Resumen de errores conceptuales](#_6bnp62cwm859)

[5 Resumen](#_pyqas1smld7)

# 

# 

# 1 Elementos de Diseño

¿Qué es diseñar?

* definir componentes
* qué responsabilidades tienen
* y qué relaciones hay entre esos componentes
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Fig.1: Los componentes en gris y sus relaciones

En particular, dentro del paradigma lógico

* los componentes se implementan mediante predicados e individuos
* ¿qué responsabilidad tiene un componente? para member/2 relacionar un elemento que pertenece a una lista, para forall/2 determinar si todos los individuos que cumplen un predicado satisfacen otra condición

# 2 Modelando una solución desde cero

## 2.1 Relevamiento

Por el momento trabajamos con ejemplos en donde los predicados ya estaban definidos. Vamos a completar el siguiente relevamiento implementando una solución dentro del Paradigma Lógico:

*Una empresa de remises tiene una flota de 20 autos, y registra todos los viajes que hacen los choferes. Cada chofer puede manejar un auto diferente cada día según la asignación que se le haga. A cada cliente que pide un viaje se le otorga una tarjeta de fidelización donde se le pregunta el nombre completo y se le da un número correlativo.*

*Necesitamos saber:*

* *qué choferes hicieron viajes a Villa del Parque*
* *quiénes manejaron el Volkswagen Gol patente VGT 555 el día 5/2/2016*
* *qué viajes hizo un cliente*

## 2.2 Modelando entidades

¿Qué entidades queremos modelar?

* Clientes
* Choferes
* Autos
* Viajes

¿y alguno más?

Sí, puede ser qué auto le dieron a qué chofer qué día, un concepto que podemos nombrar Asignación. O bien podemos no tener esa entidad y trabajar esa relación directamente a través del viaje para poder resolver **qué auto le asignaron a un chofer en una fecha**. Es una decisión de diseño...

Sabemos que un viaje relaciona

* un cliente **(así podremos saber qué viajes hizo un cliente)**
* una fecha
* una asignación
  + o bien un auto y un chofer
* la dirección desde donde salimos
* la localidad desde donde salimos
* la dirección de destino
* la localidad de destino **(así podremos saber quiénes fueron a Villa del Parque)**

## 2.3 Una solución posible

Entonces podemos ver una implementación posible de nuestra solución

viaje(cliente(3, sonia), fecha(11, 2, 2017),

auto(gol, "ZFE447"), matias,

"Dorrego y Roque Pérez", "Hudson", "Cadorna 283", "Wilde").

Y vemos que la forma de representar entidades puede variar:

* el cliente se representa como un functor, al igual que el auto y la fecha
* el chofer es un individuo simple
* los domicilios se representan como strings
* el viaje se está representando como un predicado de aridad 8.

**Algunas consideraciones:** ¿Podría viaje/8 ser un functor? Sí, pero necesitamos pensar un predicado que lo relacione con otros individuos, por ejemplo la sucursal de la remisería:

viajeHecho(*viaje(cliente(3, sonia), fecha(11, 2, 2017),   
 auto(gol, "ZFE447"), matias,   
 "Dorrego y Roque Pérez", "Hudson", "Cadorna 283", "Wilde")*,

sucursal3).

En cambio cliente/2 no es un predicado sino un functor que participa de un viaje. Entonces el universo de clientes está dado por el conjunto de clientes que tomaron alguna vez un viaje, no por los potenciales clientes. Volviendo a la definición anterior del predicado viaje/8, si necesito definir un predicado generador para los clientes, esta es una posible definición:

clienteReal(Cliente):-viaje(Cliente, **\_**, **\_**, **\_**, **\_**, **\_**, **\_**, **\_**).

Lo mismo ocurre con los autos y los choferes.

# 3 Acoplamiento

El acoplamiento es el grado en que los componentes se conocen. Para explicarlo volvamos al predicado que resuelve cuándo un alumno terminó un año:

terminoAnio(Alumno, Anio):-   
 forall(materia(Materia, Anio), aprobo(Alumno, Materia)).

aprobo(Alumno, Materia):-nota(Alumno, Materia, Nota), Nota >= 6.

Si hablamos en términos de componentes:
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Hay acoplamiento entre terminoAnio/2 y los predicados materia/2 y aprobo/2. Este acoplamiento es buscado y necesario para poder resolver nuestro requerimiento.

A su vez, el predicado aprobo/2 se basa en el hecho nota/3:
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Si la forma de modelar las notas cambia y queremos incluir los aplazos, de

nota(raul, pdp, 9).  
nota(herminio, pdp, 6).

pasamos a

nota(raul, pdp, [9]).  
nota(herminio, pdp, [2, 2, 6]).

¿Qué predicados debemos cambiar en nuestra solución?

aprobo/2, para considerar solamente la última nota:

aprobo(Alumno, Materia):-

nota(Alumno, Materia, Notas),

last(Notas, Nota),

Nota >= 6.

No es necesario cambiar el predicado terminoAnio/2, ya que aprobó no cambió los individuos con los que trabaja:
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Esto muestra que el acoplamiento entre terminoAnio/2 y aprobo/2 es adecuado.

# 4 Code smells

Es frecuente que al mantener un sistema, lleguemos a una línea de código en la que nos quedamos varios segundos, primero confundidos y luego indignados: ¿quién pudo haber hecho eso? Y a veces descubrimos con gran dolor para nuestro orgullo, que hemos sido nosotros.

Los code smells son señales de que nuestra solución -aun funcionando- debería mejorarse[[1]](#footnote-0). ¿Cómo? Incorporando abstracciones faltantes, utilizando conceptos más adecuados para construir una solución, haciendo que el código acepte soluciones más generales o sea más expresivo, proceso que se suele llamar **refactorización**.

Para bajar a tierra esto que acabamos de decir, vamos a ver ejemplos concretos.

## 4.1 Negación vs. Aserción

todosSiguenA(Rey) :-  
 personaje(Rey),  
 not((personaje(Personaje), not(sigueA(Personaje, Rey)))).  
  
sigueA(Alguien, Alguien).  
sigueA(lyanna, jon).  
sigueA(jorah, daenerys).  
*%% etc*

Bueno, el predicado todosSiguenA/1 es inversible y funciona correctamente. Pero ¿qué tan fácil de entender es? Un tanto complejo de decir que “todos siguen a un personaje si no existe otro personaje que no lo siga a él”. En lugar de trabajar con la doble negación, podemos simplificar lógicamente la solución.

∄x / p(x) **∧** ￢q(x)

Se transforma a

∀x / p(x) ⇒ q(x)

“todos siguen a un personaje si ... todos los personajes siguen a ese personaje”

todosSiguenA(Rey) :-  
 personaje(Rey),  
 forall((personaje(Personaje), sigueA(Personaje, Rey))).

El ejemplo anterior funcionaba y ciertamente no había ningún error conceptual, pero ahora se expone claramente cuándo se satisface el predicado todosSiguenA/1.

## 4.2 Evitar duplicidades

Una ciudad es interesante si es antigua y tiene más de 10 puntos de interés copados

* un bar es copado si tiene más de 4 variedades de cervezas
* un museo de Ciencias Naturales es copado

Veamos la siguiente definición:

baresCopados(Ciudad, Bares) :-  
 findall(bar(CantVarCer), (puntoDeInteres(bar(CantVarCer), Ciudad), CantVarCer > 4), Bares).  
  
museosCopados(Ciudad, Museos) :-  
 findall(museo(cienciasNaturales), puntoDeInteres(museo(cienciasNaturales), Ciudad), Museos).  
  
ciudadInteresante(Ciudad) :-  
 antigua(Ciudad),  
 baresCopados(Ciudad, Bares),  
 museosCopados(Ciudad, Museos),  
 length(Bares, CantidadBares),  
 length(Museos, CantidadMuseos),  
 CantidadLugaresCopados is CantidadBares + CantidadMuseos,  
 CantidadLugaresCopados > 10.

Claro en CiudadInteresante estamos sumando en forma individual museos y bares. ¿Qué podemos hacer? Trabajarlos en forma polimórfica
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Además CantVarCer tiene un nombre poco representativo, cuando no tengamos el enunciado a mano va a ser difícil recordar qué estaba representando.

ciudadInteresante(Ciudad) :-  
 antigua(Ciudad),  
 cosasCopadas(Ciudad, Cosas),  
 length(Cosas, CantidadCosas),  
 CantidadCosas > 10.

cosasCopadas(Ciudad, Cosas) :-  
 findall(Cosa, (puntoDeInteres(Cosa, Ciudad), copada(Cosa)), Cosas).  
  
copada(museo(cienciasNaturales)).  
copada(bar(VariedadesCerveza)):-VariedadesCerveza > 4.

* Quizá en otro lugar estemos necesitando la abstracción del predicado cosasCopadas/2
* Si además de museos y bares hay avenidas, centros culturales y edificios históricos copados, ¿en qué se ve afectado ciudadInteresante/1? En nada. Pero incluso al predicado cosasCopadas/2 tampoco lo afecta. Esta es una métrica real que se relaciona con mantener bajo el acoplamiento.
* Usemos nombres de variables desambiguados.

## 4.3 Keep it simple

“Resolver el predicado inFraganti/2 que relaciona un delito y un delincuente si un delincuente comete un delito y hay al menos un testigo de ese delito”.

inFraganti(Delito, Delincuente) :-  
 cometio(Delito, Delincuente),  
 findall(Testigo, testigo(Delito, Testigo), Testigos),  
 length(Testigos, Cantidad),  
 Cantidad > 0.

¿Es necesario saber cuántos testigos son? No , solamente saber que hay uno, es un problema de existencia simple.

inFraganti(Delito, Delincuente) :-  
 cometio(Delito, Delincuente), testigo(Delito, **\_**).

Es más sencillo resolverlo de esta manera y funciona exactamente igual (por eso esto que estamos haciendo es un [Refactor](https://en.wikipedia.org/wiki/Code_refactoring)).

De la misma manera, si necesitamos saber si una persona no tiene hijos, no hace falta que escribamos:

noTieneHijos(Persona) :-   
 persona(Persona),   
 findall(Hijo, padre(Persona, Hijo), Hijos),  
 length(Hijos, 0).

Porque ese es un truco algorítmico, la regla lógica de una persona que no tiene hijos es p ∧ ¬q, donde p = es una persona, q = tiene hijos. Entonces conceptualmente es mejor escribirlo:

noTieneHijos(Persona) :-   
 persona(Persona),   
 not(padre(Persona, **\_**)).

Y un hijo único también puede resolverse en forma algorítmica:

hijoUnico(Persona) :-   
 padre(Padre, Persona),  
 findall(Hijo, padre(Padre, Hijo), Hijos),  
 length(Hijos, 1).

Pero conceptualmente es mejor decir que un hijo único es aquel que no tiene hermanos, o aquel cuyo padre no tiene otro hijo más que él:

hijoUnico(Persona) :-   
 padre(Padre, Persona),  
 not((padre(Padre, Persona2), Persona \= Persona2)).

## 4.4 Keep it simple, again

“Una persona está complicada si tiene algún hijo menor de 18 años problemático”

estaComplicado(Persona):-   
 findall(Hijo,

**(**padre(Persona, Hijo), edad(Hijo, Edad), Edad < 18**)**,

Hijos),  
member(Hijo, Hijos),  
problematico(Hijo).

El error más común para quienes no están acostumbrados a pensar en términos del paradigma es armar listas cuando no son necesarias para la resolución del problema. Esto se pone en evidencia por el uso del findall seguido por un member sobre la lista resultante. El findall arma listas, el member las desarma... ¡son operaciones inversas!

La solución es consultar en forma individual:

estaComplicado(Persona):-   
 padre(Persona, Hijo),

edad(Hijo, Edad),

Edad < 18,

problematico(Hijo).

No solo es más simple la solución, estamos utilizando correctamente las ideas del paradigma.

## 4.5 Un último ejemplo de Keep it simple

“Un gobernante está feliz si todos los diarios son oficialistas”

Veamos esta solución:

feliz(Gobernante):-gobernante(Gobernante),  
 findall(UnDiario, diario(UnDiario), Diarios),  
 forall(member(Diario, Diarios), oficialista(Diario, Gobernante)).

Hay un error conceptual de querer generar la lista de diarios para luego trabajarlos en forma individual. La solución es releer la definición de gobernante feliz e implementarlo según las reglas lógicas: ∀ x / p(x) ⇒ q(x) , donde p = es diario, q = es oficialista.

feliz(Gobernante):-gobernante(Gobernante),  
 forall(diario(Diario), oficialista(Diario, Gobernante)).

En general es una mala práctica el uso de findall seguido de member, ya sea como cláusula individual o dentro de una cláusula forall. Una excepción que hemos visto anteriormente: en la definición de incluido/2

incluido(A, B):-forall(member(X, A), member(X, B)).

es correcto este uso, porque el dominio **es** una lista.

## 4.6 Lazy predicate

Esto es frecuente de ver independientemente del paradigma en el que se trabaje, y lógico no es la excepción:

estaComplicado(Persona):-personaComplicada(Persona).  
  
personaComplicada(Persona):- ...

Saber delegar responsabilidades en un predicado es correcto, pero no está bien que un predicado no agregue valor. Los objetivos de los predicados estaComplicado/1 y personaComplicada/1 son los mismos, entonces hay un predicado que está de más, y hay un problema conceptual de ideas duplicadas.

## 4.7 Inversibilidad

“Un viejo maestro es aquel pensador en el que todos sus pensamientos llegan a nuestros días”. La definición:

viejoMaestro(Pensador) :-  
 forall(pensamiento(Pensador, Pensamiento),

llegaANuestrosDias(Pensamiento)).

está ok, solo tiene un detalle: no es inversible. Recordemos que para que un predicado sea inversible tengo que ligar las variables, entonces utilizo un predicado generador:

viejoMaestro(Pensador) :-

**pensador(Pensador),**

forall(pensamiento(Pensador, Pensamiento),

llegaANuestrosDias(Pensamiento)).

En todo caso el problema no es conceptual, sino una restricción que impone el motor de inferencia Prolog. Esta solución no calza en sí como un bad smell, o al menos está en una categoría diferente a las anteriores.

## 4.8 Incógnitas innecesarias

El número de la suerte de una persona es su día de nacimiento y para Joaquín además es 8.

numeroDeLaSuerte(Persona, Numero) :-  
 diaDelNacimiento(Persona, Numero).  
  
numeroDeLaSuerte(joaquin, Numero) :-  
 Numero is 8.

Esto se ve bastante también, el uso de incógnitas innecesarias (lo que en otros paradigmas son variables locales de más). La segunda definición puede acortarse simplemente como:

numeroDeLaSuerte(joaquin, 8).

## 4.9 Expresividad

obraMaestra(Compositor, Obra) :-  
 compositor(Compositor, Obra),  
 forall(movimiento(Obra, Movimiento), cumpleCond(Movimiento)).

Ah, si el problema es la expresividad, podríamos cambiar el predicado cumpleCond/1 a cumpleCondiciones/1. Pero, ¿qué significa que un movimiento cumple las condiciones? ¿Qué condiciones debe cumplir una obra para ser considerada maestra?

No estamos comunicando adecuadamente las decisiones del *negocio*, necesito ver la implementación del predicado para poder interpretar esa regla, algo que se relaciona con la expresividad de una solución.

## 4.10 Parametrizar lo que esté fijo

puedeComer(analia, Comida) :-  
 ingrediente(Comida, **\_**),  
 forall(ingrediente(Comida, Ingrediente),  
 (not(contieneCarne(Ingrediente),  
 not(contieneHuevo(Ingrediente),  
 not(contieneLeche(Ingrediente))).  
  
puedeComer(evaristo, asado).  
*%% etc*

Una de las cosas que uno podría criticar es la ausencia de un predicado generador **comida/1** que sea más expresivo, pero es un detalle.

Segunda cosa más importante: en lugar de decir

* contieneCarne/1
* contieneHuevo/1
* etc.

podemos incorporar un individuo más a la relación: contiene/2 relacionaría un ingrediente con un elemento (carne, huevo, o cosas que podrían interesarnos, como: azúcar, tacc, sal, etc. para diferentes dietas). Luego, sabiendo qué elementos no son aptos para veganos, ya no necesitamos preguntar explícitamente por un elemento u otro, directamente podemos definir un predicado auxiliar aptoParaVegano/1.

La solución nos quedaría

puedeComer(analia, Comida) :-  
 comida(Comida),  
 forall(ingrediente(Comida, Ingrediente),  
 aptoParaVegano(Ingrediente)).  
  
puedeComer(evaristo, asado).  
*%% etc.*

aptoParaVegano(Ingrediente):-

not((elementoIndeseadoParaVegano(Elemento),

contiene(Ingrediente, Elemento))).

elementoIndeseadoParaVegano(carne).

elementoIndeseadoParaVegano(huevo).

elementoIndeseadoParaVegano(leche).

## 4.11 Resumen de errores conceptuales

En [esta página](http://wiki.uqbar.org/wiki/articles/errores-frecuentes-al-programar-en-logico.html) pueden leerse errores frecuentes que aparecen en el desarrollo dentro del paradigma lógico.

# 5 Resumen

En el presente apunte no hicimos más que exponer lo que en capítulos anteriores había surgido naturalmente: al resolver un requerimiento hemos tomado decisiones de diseño propias del paradigma lógico como la forma de modelar la información y de relacionar predicados e individuos.

Algunas soluciones se pueden considerar mejores que otras a partir de criterios objetivos, como el grado de acoplamiento que presentan los predicados, la simplicidad de éstos, evitar código duplicado, el uso de afirmaciones por sobre las negaciones, y otras características que se estudian a partir de *antipatterns* llamados *code smells*.

1. El origen fue acuñado por Kent Beck, quien cuando fue padre recordó el consejo de su abuela: “Cuando el pañal apeste, cambialo” y lo trasladó al código. [↑](#footnote-ref-0)